**Preamble: what do we mean by mutable?**

**What is mutable**

As explained in the [chapter “Names and values” of the Advanced R book by Hadley Wickham](https://adv-r.hadley.nz/names-values.html), in R, most objects are actually not mutable. In particular, there’s the [copy-on-modify behaviour](https://adv-r.hadley.nz/names-values.html#copy-on-modify). The book has very clear diagrams showing how an object is bound to a name. Often, when you think you’re modifying an object,

x <- c(1, 7)

x[2] <- 2

a new object with a new value has been created and bound to the initial name. The original object is unchanged, it’s not mutable. In the “Advanced R” book, a [subsection is dedicated to tracemem()](https://adv-r.hadley.nz/names-values.html#tracemem) and explains “Once you call that function with an object, you’ll get the object’s current address”.

x <- c(1, 7)

tracemem(x)

## [1] "<0x564b0de79f38>"

x[2] <- 2

## tracemem[0x564b0de79f38 -> 0x564b0dedfc18]: eval eval withVisible withCallingHandlers handle timing\_fn evaluate\_call evaluate in\_dir block\_exec call\_block process\_group.block process\_group withCallingHandlers process\_file eval eval eval eval eval.parent local

We see that the address of “x” changes, a new object has been bound to that name, it’s not the original object with the original address that has been modified.  
Environments are one of the R object types that *are* mutable, they can be [modified in place](https://adv-r.hadley.nz/names-values.html#modify-in-place).

**What feels mutable**

In this post, we’re actually interested in any method or tool that makes something *feel* mutable.

We’re used to code such as

# initial value

x <- 1

# change the value

x <- 2

But the code below also changes x without explicitely assigning a value to it!

x <- 1

length(x) <- 2

x

## [1] 1 NA

One can say the code above is a bit odd. This post is a collection of patterns that might feel odd. ![💫](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAVFBMVEVHcEz92Ij92Ij/2or/znP+2Yj92Yj/2Yj/1Hr92Ij914f/rDL/qy//rDL+2Ij/rDH92Ij/qzL/rDP/rTL/rDL/rDP/rDL92Ij/rDP/tkb+zHD+wl0DYsg+AAAAF3RSTlMAZN8wIKW/SRDvgO81dY+Uz8+vYN9Qv7eSNe4AAAKOSURBVFiF3ZjbmqsgDIU9IVCth7ZTmO73f89tBRQhJNivV7Pu2upPVhKCtigANSVrlVHVDmUDXZOh0kE2VUN9HsOrEGNYl3NxCWbum9hlVeth2QlUPS03SMZ9NB+q06haLpiLiL8fpEPFPwISSzxtYtHShiXLDNCSn0v6V1eF1FLelUrhy5XGoOToVUVRYfGscjUd8PVUS3AWcRPUhOV8kjnFFabtq3SrN6Qxq8EkKkkqZVaLvK/ESYxlclyiUqSKKqqnGiOpfA5KEhm198RN7YC08vwUrTIZnwBQZvE3DYker8+CCtOZUYma0yBhEh5th9Mgm/CoSOdBNk3h6DnRj05iHXXh1soZoaGMuaBxcrfsQaZyxPjpx+f9o5ACiU5rff1CSNeFox9fCGl+gzQ5fSsqpGbl0N7M5kWa8GpAMwVqzDxJX2CcZXibVlLyKOgth/Z2wY/M0YFuFIjj3h4OpKmOFwqr2+ZMa7K7FTgDrMYdRHqbsCTtznRHgVp4vq3ynGn9kwVy2e47nacxAtnHS/splxMn31bNgppsTtShXH0pInYEfZwjIY+gonnmYLqohIMKQNvgwPSMNkKpYlDRzwQnngQ759iQI4b5fSl2PEXF5isa20jO/5kGZtzZ2990oE0rbgnOa79Htm/5FHCMgDn/VYSAPXv/CASMI9gbwYEmLZbqpIBnoh8YhHuDjuxUK2Ec8KUr1UivNAd8AegTHMTbBJ6yvrPuUMBkfuCDzzs+bqK4e0Zhb6l3qt1Zt251byCMnMkQMyWfYLf9Mfeh1/f5Vu9/By3bF/s7yAXgDdRtIDh0UXPOqScCu/hhoLqBQD7gRBE9w+Wu3SGiHPUPm+Xg6xk6YnF99ALwx/UfOEWSFZSPl9cAAAAASUVORK5CYII=)

**What’s not mutable and doesn’t feel mutable either**

data.frames are not mutable and one doesn’t feel they are, even with dplyr::mutate(): you don’t write

dplyr::mutate(df, newcol = 1)

to modify df, you need to write

df <- dplyr::mutate(df, newcol = 1)
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**A replacement function in the urltools package**

In the urltools package there are a few functions for getting or setting parts of an URL such as the fragment.

url <- "<https://docs.r-hub.io/#package-builder>"

urltools::fragment(url)

## [1] "package-builder"

urltools::fragment(url) <- "intro"

url

## [1] "<https://docs.r-hub.io#intro>"

urltools::fragment(url) <- NULL

url

## [1] "<https://docs.r-hub.io>"

The original url value is not modified. Below we use the [tracemem() function](https://adv-r.hadley.nz/names-values.html#tracemem).

url <- "<https://docs.r-hub.io/#package-builder>"

tracemem(url)

## [1] "<0x564b0e61ac88>"

urltools::fragment(url) <- "intro"

## tracemem[0x564b0e61ac88 -> 0x564b0d5cc928]: eval eval withVisible withCallingHandlers handle timing\_fn evaluate\_call evaluate in\_dir block\_exec call\_block process\_group.block process\_group withCallingHandlers process\_file eval eval eval eval eval.parent local

url

## [1] "<https://docs.r-hub.io#intro>"

So how does the above work, exactly? What’s that fragment method?

getMethod(urltools::"fragment<-")

## Method Definition (Class "derivedDefaultMethod"):

##

## function (x, value)

## {

## if (length(value) == 0 && is.null(value)) {

## return(rm\_component\_(x, 5))

## }

## return(set\_component\_f(x, 5, value, "#"))

## }

##

##

##

## Signatures:

## x

## target "ANY"

## defined "ANY"

Actually, reading the source above doesn’t help us. Sure it creates a new string, but how on Earth is it the new string bound to the initial name? Well, it’s because the function is called fragment<- with an arrow at the end and has a last argument called value, both criteria together make it a **replacement function**. Replacement functions are presented in [The R Language definition](https://cran.r-project.org/doc/manuals/R-lang.html#Subset-assignment), [this StackOverflow thread](https://stackoverflow.com/questions/11563154/what-are-replacement-functions-in-r) and [in the Advanced R book by Hadley Wickham](https://adv-r.hadley.nz/functions.html#replacement-functions).

Let’s create our own replacement function to make sure we got it right!

x <- 1:5

x

## [1] 1 2 3 4 5

# function that will replace all values of x

# with the new value

`replace\_all<-` <- function(x, value) {

x[seq\_along(x)] <- value

x

}

# the argument called value is passed at the right of the arrow

replace\_all(x) <- 42

x

## [1] 42 42 42 42 42

So we’ve modified x, but not in place, see below the same code with tracemem()

x <- 1:5

tracemem(x)

## [1] "<0x564b0b93b3f8>"

`replace\_all<-` <- function(x, value) {

x[seq\_along(x)] <- value

x

}

replace\_all(x) <- 42

## tracemem[0x564b0b93b3f8 -> 0x564b0b7a07b8]: eval eval withVisible withCallingHandlers handle timing\_fn evaluate\_call evaluate in\_dir block\_exec call\_block process\_group.block process\_group withCallingHandlers process\_file eval eval eval eval eval.parent local

## tracemem[0x564b0b7a07b8 -> 0x564b0b7a0808]: replace\_all<- eval eval withVisible withCallingHandlers handle timing\_fn evaluate\_call evaluate in\_dir block\_exec call\_block process\_group.block process\_group withCallingHandlers process\_file eval eval eval eval eval.parent local

## tracemem[0x564b0b7a0808 -> 0x564b0b7ac168]: replace\_all<- eval eval withVisible withCallingHandlers handle timing\_fn evaluate\_call evaluate in\_dir block\_exec call\_block process\_group.block process\_group withCallingHandlers process\_file eval eval eval eval eval.parent local

x

## [1] 42 42 42 42 42

So replacement functions are a standard way to give a mutable flavour to R code. Let’s move on to another mutable feel.

**Exposing the C API in xml2**

With xml2 you can modify and remove XML nodes from a tree which makes you feel the tree is mutable.

See for instance the code in [our blog post about READMEs](https://blog.r-hub.io/2019/12/03/readmes/#other-size-indicators):

xml2::xml\_replace(xml2::xml\_find\_all(xml, "//softbreak"),

xml2::read\_xml("\n"))

That code changes nodes in the xml object without our assigning it back to it.

The reasons xml2 works this way is that the package is a binding to [the C libxml2 API](http://xmlsoft.org/), and the XML objects in the libxml2 C API *are* mutable. [xml2 does handle memory management for you](https://xml2.r-lib.org/#compared-to-the-xml-package).

**Interfacing an external process that’s actually mutable in ps::ps\_handle()**

Now, speaking of objects that are actually mutable, the [ps package](http://ps.r-lib.org/) offers an interesting example: the [ps\_handle()](http://ps.r-lib.org/reference/ps_handle.html) function creates an object that’s essentially a pointer to a system process. System processes are of course mutable, they run, then die, can be suspended, etc.

In the example below we launch a process using processx, create a ps\_handle object corresponding to it i.e. just an external pointer with an S3 class, and we query its status using ps. ps can’t *create* processes but it can query, list and manipulate them.

p <- processx::process$new("sleep", "0.5")

With such a definition, after half a second the process will no longer exist.

p$get\_pid()

## [1] 10148

phandle <- p$as\_ps\_handle()

phandle

## PID=10148, NAME=sleep, AT=2020-01-22 08:48:38

ps::ps\_status(phandle)

## [1] "sleeping"

Sys.sleep(0.5)

ps::ps\_status(phandle)

## Error: No such process, pid 10148, ???

This example corresponded to an object in R referring to something mutable *outside* of R. What about an object corresponding to something mutable that can also be *inside* of R and mutable? An answer is: R6 objects!

**Actually mutable objects with R6**

The [R6 class system](https://adv-r.hadley.nz/r6.html), created in R via the [R6 package](https://r6.r-lib.org/), allows to define objects that are mutable. As written in the preamble, in R, environments are mutable, so R6 actually builds around environments.

An example of a package using R6 is desc. Let’s create an object corresponding to the DESCRIPTION of the rhub package.

rhub\_desc <- desc::desc(text = readLines("<https://raw.githubusercontent.com/r-hub/rhub/master/DESCRIPTION>"))

rhub\_desc$get\_authors()

## [1] "Gábor Csárdi [aut, cre]"

## [2] "Maëlle Salmon [aut] ()"

## [3] "R Consortium [fnd]"

rhub\_desc$add\_author\_gh("testingjerry")

rhub\_desc$get\_authors()

## [1] "Gábor Csárdi [aut, cre]"

## [2] "Maëlle Salmon [aut] ()"

## [3] "R Consortium [fnd]"

## [4] "Testing Jerry [ctb]"

There are downsides to using R6 [as presented in the OOP trade-offs chapter of Hadley Wickham’s Advanded R book](https://adv-r.hadley.nz/oo-tradeoffs.html):

” Firstly, if you use R6 it’s very easy to create a non-idiomatic API that will feel very odd to native R users, and will have surprising pain points because of the reference semantics.”

Yep, the mutable aspect can feel odd, otherwise we wouldn’t write a whole post about it. ![😉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zUz/z0f/zE3/zE3/zU1mRQD/zE3crTtyTwaIYxDywUa2jCiedxzLnjL/8Ry6AAAAC3RSTlMA34/PSoC3IJ/vYLtt3F0AAAJoSURBVFiFrZjbloMgDEXVWlEZQOj//+tUFE0g0dTFeWt1bUMukNA0vNTcDe3frnboZnXxMqt+PBin2rH/jaK6qaRsmjq5Xf3AUTYNMrPUeI1ZNQqserOLQgt835nzkmBWvS6N6kXm7EZdeOotx6xilyfwMtZYicOQHnBIUu6fxRgJqfBTjyA+WK11kJCy2CkQd+P0Lglowvl05uGJkYH+XrSD/InRHxEIuulY2JLMcd4sMgxaXIp84gQaYgwdySMHUsR2Do352O0jNvjieYrcgDieXgDwnXaZ94bdQ/vPED/IpaFGcvi1zUvdbtAlZ/sMEDK8i6AUspuImzWOxvgUWJj3EyqOjzBzFm8LUv+s6suwrBlAnINrqO2ldSErofaMGeQIKiSSQEKpZi4NT6l3WSQBO2lOwQfyZISjqQ6kIy6XrimP52Mfcfj/c4NxZbYNhK+Z/cjY80GZt21TcAAIOglyKNIlCPy5OI1UREIK8jpTHgkCRDp7Xdh324yK5WbvQWT4rYX72bfcBCBZQuYiQKISEYEERUuAiOJ/opYokUcaiKJ9pI7YRh5ppja2J1LkVvu72qctX64x79WAcFGsIgojqYcHZKZYtmGv02+lBlfsdYcmeGTnys/oKKat7FATkclQIKY1UKityeVKjqPfHKjW+NRicw63sRwtMpMBxeKYhZ3tv2IC98EnB7OxwE6bm69g002cipvQFMEOjiYOE98WlG3lUMPOLu5e2QjBFsqtioH0xzE0iRhHaw1+9UbResNxvXG93gVCvSuNptolS1Pv2qepdhEVrapzNbaZVeWybrfrl+vDf3NowNZ4dUC+AAAAAElFTkSuQmCC)(Other aspects of R6 are odd, e.g. the use of $ to call *methods* on *objects*.)

In the case of desc all methods exist both as methods and as functions. The functions operate on the DESCRIPTION of the current folder which is handy when working on a package. E.g. say you’re working on a package inside its folder and want to add a contributor to DESCRIPTION, you can do

desc::desc\_add\_author\_gh("")

And the local DESCRIPTION file will be updated. So what’s become mutable is the DESCRIPTION file itself via an object that’s written to disk each time it’s changed!

To mention another R6 example and to come back to system processes: processx uses R6 and an external pointer, because some of the mutable state is in R. ps uses an external pointer and then all the mutable state is in C or is external.

**Conclusion**

In this post we have shown different reasons and ways to provide a mutable *API*/interface to R users. As a summary, in many cases, when you want a mutable API, setter methods that are in fact **replacement functions** are the way to go, like urltools. If you need to represent an external object, that is mutable itself (e.g system process like processx or database connection, etc.), then external pointers. If you want to avoid copying for performance or other reasons, then R6.